Hybrid Test Automation Frameworks
Implementation using QTP
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"When developing our test strategy, we must minimize the impact caused by changes in
the applications we are testing, and changes in the tools we use to test them."

--Carl J. Nagle

Abstract:

Various white papers have been published on Test Automation framework however how
to implement the framework is the puzzle often faced by Test Automation Developer.
This article provides overview of how the hybrid test automation framework can by
implemented using QTP with example.

Need for Automation Framework

= With the onset and demand for rapidly developed and daily deployed build, test
automation is crucial.

= Test Automation is kind of development activity. And for the most part, testers
have been testers, not programmers.

= To have faster cycle time for development of test automation with less expertise,
use of application-independent test automation framework becomes inevitable.

Automation Frameworks

= Various automation frameworks are available viz
» Data Driven Automation Frameworks
» Keyword Driven Automation Framework
e Modular Framework
* Hybrid Test Automation (or, "All of the Above")

Implementation of Hybrid Test Automation framework using QTP is discussed in this
article




Hybrid Test Automation Framework Architecture
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Let us start with Intermediate tables which are based on keyword or test driven approach.
Here the entire process is data driven including functionality. The keyword controls the
processing.

Spreadsheet has been used as a mean for Intermediate data table. The records in data
table contain the keywords that describe the actions we want to perform. They also
provide any additional data needed as input to the application.

Consider following example

e Invoke browser, provide username / password & click sign on.

e Check if user have entered correct username /password, if not instruct to provide
correct username/password.

e After providing correct username and password, click “Yes’ on the warning
screen to proceed further.

e Inend check if user has successfully logged in home page.

For above test case, consider following data table record as seen in Table 1




Brief explanation of Table 1:

Component|Browser  [Object ObjectName |Action Param Expected CheckPoint
Wy'eb Browser Inwake hittp: . t
estautomati
onframework
.com/
Wi'eb Lagin WebEdit USER et 1231234
Wi'eb Lagin WebEdit PAZSWVWORD |Set LA
WWeh Login WebButton  [Sign On Click
W'eh Login WehElement [htrml tag = WerifyMinorErrar |innertext Invalid Login  |Invalid Login Please
1D, class = Provide Correct EIM &
error- Passward in
mMessage DataTable
W'eh YWarning WehButton |Yes Click
Screen
W'eh Home Page [YWebElement [html tag = WerifyProperty  |innertext Home Page |Login to Home Page
SPAM, class
= x-tab-strip-
tent
Table 1

Based on keyword contained in Component column i.e. Web, the Web related functions
will be called.

Any object in QTP is identified primarily by its parent child relationship. So Browser
column contains the name of Parent Browser in which object reside.

Object column contains child object in the Browser on which action needs to be

performed. Object name is the name of the object or unique identity of the object E.g. for
object like Web Element; it may not have its name as unique identity so html tag & class
have been taken as unique properties to identify the object. The unique identity of object
in object name column is required for creation of run time object from Application Map.

Action column contains action to be performed on the object. Here apart from generic
action i.e. set or click, this column also has keyword as ‘VerifyMinorError’. Based on
this keyword, the functions to check if user has entered correct username /password will
be called.

As name suggested Param column contains inputs for action to be performed.

Expected column contains expected value that needed to be compared with actual while
checkpoint column contains the user defined messages to be displayed in pass/fail report.

How this will be processed further
The Intermediate Tables are handled by the Sub Driver which passes each Step to the

Core Engine (consist of application map, component function, support function.vbs) for
further processing.




About Core Engine

The Application Map:

The Application Map is one of the most critical items in this framework. Since the
application GUI is not stable enough, so as suggested ‘Application Map file’ concept has
been implemented.

Application Map is a .vbs file consisting subroutines that create runtime object by using
Descriptive programming. With the use of application map file, creation of object
repository step has been omitted.

Consider the below snippet of code for implementing a Application Map file concept

Stark Page (r.'ij Test <] ApplicationMap.vbs |
1 Option Explicit
& Fublic ‘#ebBrowserDesc, WebFageDesc WebEditDesc WebButtonDesc, WebOhbjDesc
3 Dim  arObjFroperty . arrDbjvalue, strObjProperty. strDbjvalue
4
L ' Subrouting which accapls iita or nama of tha objact & craata runiima objacts
B: Public Function fnApplicationMap(strtBrowser,strObject strObjName)
7
il ' Craation of Srowsar Objact
5 Set'WebBrowserDesc = Description.Create
10 WebBrowserDesc{"application version") value="internet explorer B"
T0E If sttBrowser <> "" Then
12 WehBrowserDesc{"name").value= sttBrowser
T End If
14: ' Craation of Browsar Fage Objact
15: Set'WebPageDesc = Description.Create
16: WebPageDesc ("title")value=strBrowser
i
1% 'Basad on kavword i objact columa of Intarmadiate Tablas | craation of runtime objact
19: Select Case strObject
20 Case "WebEdit"
21: Set'WebEditDesc = Description.Create
22 WebEditDesc("html tag") Value = "INFUT"
23 WebEditDesc("name") Value = strObjMame
24 Case "#ebButton”
25 Set'WebButtonDesc = Description Create
26: WebButtonDesc({"html tag") Walue = "INPLT"
27 WebButtonDesc({"name") Value = strObjName
2% Case "WebElement'
249 SetWebhOhjDesc = Description.Create
30 ' gplifing tha wabalamant olyac nama La himitag = TD class = arommassaga by comma
31: anDbjProperty = Split (strObjMName.".")
e For each strObjFroperty in arr0bjProperty
33 ! For avans combinad proay & vValva in objact nama. spliing again lo saparata propate & valua
34 arrDbivalue = Split (strObjProperty."=")
35 strObjvalue = trim (arrObjvalue(l))
36 ! Thiz iz for craation of abjact dasorptionia. WabOhiDaschim! tag valve = *TDY
i WehOhjDesc(strObjvalue) Value = trim (arrObjvValue(1))
38; Next|
4 End Select
An- Fnd Functinn

Snippet 1

In above snippet 1 of code, Subroutine which accepts Object & Object name has been
declared. Initially Parent Objects i.e. Browser & Browser Page are created in this
subroutine. Afterward based on keyword in object column of Intermediate table, other
child objects are created.

The Component Functions:




Once the objects has been created using Application Map, next step is to perform action
on the object to drive the test script forward.

Component Functions are those functions that perform specific tasks (e.g. Invoke
application action, press a key or button, etc), also call “User Defined Functions” if
required.

In this automation framework various Component Functions for each type of object (e.g.
WebEdit, WebButton, WebElement, WebL.ink, etc...) have been clubbed in a single .vbs
file.

Consider the below snippet of code for Component Functions.

Stark Page @jTest _‘:'J.'-'EomponentFunctions.vhs|

Public Function fnBrowser (WehBrowserDesc WebPageDesc, strAction, stParam, strExpected, strCkPt)
Select Case strAction
Case "Imsoke"
If Browser(yWebBrowserDesc).Exist Then
BrowseriWebBrowserDesc).Close
End If
Systemutil. Run "ChProgram Filesiinternet Exploret|EXPLORE EXE" , strParam
End Select
10: End Function
11: !s=ssssssssssssssssssssssssssssss===flanls ralatad io WabEdl s==sssssss=ssssssss=ssssssss=ssssssssssssssssssssss=s
12: Public Function friwebEdit (WebBrowsetDesc WebPageDesc, WebEditDesc, strtAction, strtPararm, sttExpected, strCkPt)
13 Select Case strAction

14: Case "Set"

L Browser®WebBrowserDesc) PageWebPageDesc) WebEdittWebEditDesc). Set sttFaram
16 End Select

17 End Function

18: s=ssssssssssssssssssssssssssssss==s== Flanls ralaiad o WabEulion ss==ssssssssssssss22=

i Public Function fn'ebButton (MebBrowserDesc WebPageDesc, WebButtonDesc, strAction, strParam, strtExpected.strCkPt)
20: Select Case straction

21 Case "Click"

22 BrowseriWebBrowserDesc) Page(WebPageDesc ) WebButton(WebButtonDesc).Click

g BrowseriWebBrowserDesc) Page(WebPageDesc ).Sync

24 [End Select

AR End Function

26: * Evants relatad io WabElamanl s=sssssssssssssscsssmssmasnazaa=

27 Public Function fri'WebElementiebBrowserDesc WebPageDesc, WebOhbjDesc, strAction, sttParam, strExpected, strCkPt)
28 Select Case straction

29: Case "WerifyhinorErrar"

30: ‘geting aclual rom wabpage

31 stractual =Browser(WebBrowserDesc) Page WebPageDesc ) WebElementiWebOhjDesc) GetROProperty(strParam)
32 ! Caflio Usar dafinad funclion which will compare acival with axpaciad

a3 Call fn¥erifyMinarError{strExpected  strictual strCkP)

34 Case "VerifyProperty"

35 'geiing aclual rom wabpage

36: stractual =Browser(webBrowserDesc) Fage(WebPageDesc ) WebElementiWehOhjDesc). GetROFroperty(strFaram)
37: ! Callto Usar deiinad funclion which will compare aclual with expeciad

38: Call fn¥erify(strExpected strActual strCkPt)

£ End Select

An- Frnd Functinn

Snippet 2

In above snippet 2 of code, the Browser, Page & Child Object descriptions (derived from
Application Map) have been passed as parameter to the Component function. Apart from
Obiject descriptions, the action which needs to be performed on these object along with
parameter required to perform the action has also been passed.

Expected value & user defined checkpoint message passed to these functions are in turn
passed to “User defined Function” for further comparison with actual value derived in
component function. E.g. refer fnWebElement Function in above snippet 2 of code.




Here, we can also add extra code to help for initial conditions; synchronizations apart
from those provided by the tool. E.g. refer fnBrowser Function in above snippet 2 of

code. In this function before invoking the application, open browser (if any) has been
closed.

The Support Functions:

The Support Function consists of generic functions with core logic. These functions are
independent of Test Automation Framework & can be also useful outside the context of
the framework. In this framework the Support Functions.vbs contains the general-purpose
routines and utilities that let the overall automation framework do what it needs to do.
They are the modules that provide things like

File Handling

String Handling
Database Access
Logging Utilities

Error Handling Utilities

O O 0O O O©o

Consider the below snippet of code for Support Functions

Start Page Qg;,jTest __-'j SupportFunctions.vbs |
% CFunclion Mama - nExacufa SoisirFcheama sirFassword, sirlFanan sirSaL)
2 Yinput Pavamatar: Schama nama, Schama password, Oracla sanar nama, sofio ba axcacuiad
3 ' Rajurn Paraatar
4: 'Dascripiion . This funciion connect io application databare & axacuia SOL pasradio the funciion ar & siring
b Public Function fnExecuteSqlistrSchema,strSchPass, strServerstrSOL)
b
7 Dim strCannection . abjConnection, ohjRs
&
e strConnection = "DRIVER={Microsoft ODBC for OraclelUID="&strSchemal.PWD="8strSchPas s & SERVER="8strSermerl","
10: 'Craation of databarsa obiact
il SetobjConnection = CreateObject"AD0DE.Connection™
12 ' apan coraciion sassion
il ohjConnection.Open strconnection
14 " aror Handling
ik If err.number <» 1 Then
1E: Call fnErrarHandling()
7t End I
18: 'Exacuia SOL
il ohjConnection.Execute (strS0L)
20 | eror Handling
21: If err.number <> 0 Then
22 Call fnErrarHandling()
it End lf
24 Calling funciion fo close db sassion
2h: Call fndbdisconnect (objConnection)
26
27, End Function
28 :
2g: ! Function NMama . indbdisconnact (byRaf curSassion )
30 Yinput Paramatar. Stha sassion nama [(sting)
il ' Rafurm Paramatar !
32 'Dascripiion . 'The funclion disconnacts from the dalabasa and dalalas the sassion.
33 Function fndbdisconnect { byRef curSession )
34
ah cursessionclose
36 setcurSession = Nothing
i
38 End Function

Snippet 3




{g}JTest _g’jSuppurtFunctiuns.vbs| 7

| Funchion Mame . invenlysiExs siact, sirCEEY

! dnput Paramaiar : Expaciad vs Actual

| Ratumn Paramaiar.

' Dascripfion . Tha funciton vesiy tha funclionally by companing Expaciad vs Aciual & log chackpomt massagas in Main Drivariablas accordingly.
Public Function tnVerit(strExp, strAct strCkFt)

Dim str50L strTime

strTime = Now

' Compare Expactad with actual & log chackpoint message wm Main Dimverlablas

If strExp = strAct Then
str30L = "INSERT INTO TEL_TEST_AUDIT_TRAIL (execution_id.msg_tvpe,audit_msgaudit_desc, CHECK_STATUS, audit_ts, TC_ID) values ["&intEx:
strRetst = "Pass"

Else
str50L = "INSERT INTO TEL_TEST_AUDIT_TRAIL (execution_id.msg_tvpe.audit_msg.audit_desc CHECK_STATUS audit_ts. TC_ID) values ("&intEx
strRetSt = "Fail"

End If

‘Calling fundion fo exacufe SQL
Call fnExecuteSglistrSchemastrSchPass stServersttS0L)
End Function

' Funchion Nama . inlarbadinorE oy sirExp sivAct strChPL )

laput Paramatar: Expaciad veAciual, Waming Masrage

' Hetum Faramelar:

' Dascription : 'Tha funclion vesiy ifa funciionadiy by companng Cxpactad v Acual & log aror coracion messagas in Mair Drivariablas accordingly
Public Function fn'eritybinorErrorstrExp strAct stiCkPt)

Dim strSOL st Time

strTime = Now

' Compara Expactad with actual & log aror coraction massaga in Main Divar lablas

If strExp = strAct Then
str50L = "INSERT INTO TEL_TEST_AUDIT_TRAIL {(execution_id.msg_tvpe.audit_msg.audit_desc CHECK_STATUS audit_ts, TC_ID) values ("&intExec
strRetst = "MinEn"

End If

‘Calling function o axacute SOL

Call fnExecute3ql(strSchema,strSchPass. strlerverstr30L)

' Siop axaculion sinca tha aror oocurad

Exitaction(0)

End Function |

Snippet 4

While in Snippet 3 generic database functions to Execute SQL & Disconnect database
session have been provided, Snippet 4 provides the user defined functions which
compares actual with expected & log pass/fail messages or error correction messages in
Main Driver tables (For more details on Main Driver tables ref session Role of Main
Driver in Test Automation Framework ).

Role of Sub Driver in driving the Core Engine

After understanding the primary purpose of Core Engine (i.e. Application Map,
Component Function, Support Function) let us now understand how the Drivers (which
consist of Main Driver & Sub Driver) drives the core Engine. Let us first take look at the
role of Sub driver in driving the Core Engine.

Sub Driver in this framework is the QTP Script. Sub Driver script processes intermediate-
level tables listing Steps to execute. Sub Driver reads each record from the intermediate-
level tables and passes each Step to Core Engine it finds during this process.

Consider the below snippet of code for Sub Driver




Stark Page @jSuhDriver ‘

I% SubDriver j
1z Option Explicit
2 On error resume next
3 'Daciaration of Varabla
4 PublicintExeclD, stRet3t, strActual
5 Dim strComponent. strBrowser, strObject stObjName, strAction, stPararm,strExpected | strCkPt
B: Dim intRowCount inthteration
7 Dim strLibPararm, sttDataFileParam arlibranPath,strlibranPath
8
9 ! gaiing paramaiar valua fo this script
10:  stDataFileParam = Parameter("strDataloc")
11 stlibParam = Farameter("strLibran")
12
13 ' To includa libransfilas intha scrip?
14:  arLibraryPath = split(strLibPararm,".")
15 For each stiLibraryPath in arrLibranPath
16: If strLibraryPath <> " Then
17 ExecuteFile strLibran/fath
18: End If
19:  Next
20:
235 Yot datatila in tha sorpt
22.  DataTable Import stDataFileParam
23
24: ! Gatling Row cownt & imteration il and of tha fila
26 intRowCount = DataTable GetSheet(1). GetRowCount
26 Forintlteration = 1 to intRowCount step 1
A 'dnitializing tha vanbla from data from Inlanmidiate dalatabla
28 strComponent = DataT able.GetSheet(" Global"). GetParameter(" Component”).YalueByRow(intteration)
29 sttBrowser = DataTable.GetSheet("Global"). GetParameter("Brows er") WalueByFow( intteration)
30: strObject =DataTable GetSheet("Global"). GetParameter" Object"). ValueByFow intteration)
31 strObjName = DataTable.GetSheet("Global").GetFarameter("ObjectMame") vValueByFow( intiteration)
3g: straction =DataTable.GetSheet("Global") GetParameter("Action").valueByFow( intteration)
3% strFaram = DataTable. GetSheet("Global").GetParameter("Faram") valueByFow intlteration)
34: strExpected = DataTable. GetSheet("Global"). GetFarameter"Expected"). valueByRow( interation)
34 strCkPt = DataTable GetSheet(" Glohal"). GetFarameter(" CheckFaoint") WValueByFow( intlteration)
AR
Snippet 5
1@* SubDriver LJ
37 ' Frocassing the ingividual staps
38: Select Case strComponent
39
40: ' For Evanis rafatad to Wab
41: Case "Weh"
42: ! Craating Aun time objacls by calling subrouting
43 Call fnApplicationtMap (strBrowser.strObject strObjName)
44:
45 Select Case strObject
46: Case "Browser"
47: ' Callto Componant funciions ralalad io Srowsar Objact
48: Call thBrowser (WebBrowserDesc WebPagelDesc, straction, strParam.strExpected, strCkPt )
49 ‘arrar Handling
50: If err.number <> 0 Then
51: Call fnErrorHandling()
B2 End If
53 Case "WehEdit"
B4 ' Callto Componant funclions ralatad io WabEdi Objact
5a: Call in'WebEdit (WebBrowserDesc WebPageDesc WebEditDesc, straction, strParam.stfExpected,strCkFt )
56 ‘apror Handling
57 If err.number <> 0 Then
58: Call fnErrorHandlingl)
ni: End If
B0: Case "WebElement!
B1: ' Callto Componant funciions related io WabElemant Object
B2 Call fnWebElement (WebBrowserDesc WebPageDesc, WebOhjDesc, strAction, stParam stExpected, stiClkPt)
B3 ‘aror Handling
B4: If err.number <> 0 Then
B Call fnErrorHandling()
BE: End If
67 End Select
B:
R ' Far Events relaled Io daiabase
70 'Case "Dalabasa”
71 End Select
P Rt

Snippet 6




In Snippet 5, Intermediate data tables & the Library Files are passed as the parameter to
Sub Driver. After processing, the Library Files are included in the script, while
intermediate table are read line by line until it reaches end of file. While reading every
row of intermediate data table, Sub Driver stores value/Keyword of each column in the
variable list.

In Snippet 6, When Sub Driver encounters the Component Keyword i.e. “Web” from
intermediate data table; it starts further processing for web related events. Firstly it passes
param list as the inputs to Application Map for creation of runtime objects. Afterward
based on object keyword, it invokes the corresponding Component Function module to
handle the task

Role of Main Driver in Test Automation Framework

Main Driver mainly deals with the entire set up required before running the individual
test scripts The Driver Script consists of the following components, which are plug and
play units.

Driver tables: - The Main Driver tables plays crucial role in this framework. Relational
database concept has been implemented while designing main driver tables. Main Driver
tables are ported in a separate schema created in Oracle Database.

Various tables are designed to hold data like the Core Engine File names that requires to
be included in Sub Driver Script, the intermediate data table i.e. spreadsheet names, the
sequence in which the intermediate data tables need to be sent to Sub Drivers (E.g. for
batch processing, after login.xls the Functionality Test 1.xls, the Functionality Test 2.xls
required to be sent in sequential manner to Sub Driver for further processing), etc

Apart from these tables, a special table named Audit Trail Table is designed to hold pass /
fail results logged after comparing expected vs. actual while processing the test script.
The idea being the development of the reporting tool that can represent data in Audit
Trail Table (For more details on this refer session Reporting Tool).

Library Functions: - For reading data from Driver tables, Support Library Functions
(that consist database handling functions) are included in the Main Driver script.

Initialization.vbs:- The initialization.vbs in this framework is used to declare and define
the variables which are not going to changes frequently e.g. schema name/ password for
the main driver tables, the sequence list for the intermediate tables, etc. The idea being at
any point of time, the script executor should not require to interfere the Main driver code.
Initialization.vbs is also included in the Main Driver Script

How Main Driver will work?

The main driver script connects to driver tables, reads data like Core Engine file/
Intermediates data file name, creates absolute path for these file names & sends to Sub




driver as parameter. After Sub Driver completes processing of first intermediate data
table, the control returns back to main driver which is now ready to send the next
intermediate data table for further execution.

Reporting Tool

Reporting Tool is the interesting plug & play feature for this Test Automation Frame
work. Here reporting tool are simple .jsp pages that represent data logged in driver table
(viz: pass/fail results with user defined check point, start & end execution time of the
script, etc) in html format. The advantage being the viewer can get online status of script
execution, pass/ fail result on internet. Special feature like export to excel can be also
added to this reporting tool.

In Nutshell

We have seen the features of implementation of Hybrid Test Automation framework
using QTP; let us now recapture implementation of Automation Framework work flow
from start.

The flow starts with the Main Test Driver Script. The Main Driver Script first loads the
support functions & variables available in Initialisation.vbs file e.g. schema name/
password for the main driver tables, etc

Main Driver Tables are repository built in Oracle database that consists the information
such as Core Engine File names, the intermediate data table i.e. spreadsheet names, the
sequence for processing of the intermediate data tables, etc.

Main Driver Script connects to Driver tables with the help of support functions &
variable list available from Initialisation.vbs, reads data from Driver tables & sends the
same as parameter to Sub Driver Script.

The interaction logic with AUT has been depicted in Intermediate Data tables i.e.
spreadsheet in the form of keyword. Sub Driver Script after including Core Engine files
(consist of Application Map, Component Functions, Support Function), reads each record
from intermediate data tables and store the same in variable list.

Application Map is a .vbs file consisting subroutines that create runtime object by using
Descriptive programming. Sub Driver passes the variable list i.e. each record read from
Intermediate data table to Application Map for creation of run time object. Based on
keyword/ value available in variable list the Parent as well as child object required to
execute the test steps are created.

Once the objects has been created using Application Map, next step is to perform action
on the object to drive the test script forwards. Component functions consist of low level
events (i.e. press button, set param in input boxes) to be performed on the object.




Sub Driver passes the object description (derived from Application Map) along with
action to be performed & parameter required for performing action as inputs to
Component Functions. Based on object name & action to be performed the corresponding
component functions are invoked to handle the task.

The Support Functions are functions with core logic which are independent of any
automation framework. These functions can be called from any module of framework if
required. Apart from providing generic utilities (e.g. Database Access utilities, Error
handling utilities, etc.), support functions also contain user defined functions viz sub
routine for comparing actual vs. expected & logging pass and fail result in Main Driver
Tables. The Pass/ Fail results logged in main driver tables are then represented in the
Form of Reporting Tool.
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